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1. Abstract
The OPERA experiment was designed to observe the νμ → ντ oscillations in appearance mode through the detection of τ leptons produced in a vτ charged current interactions, initially pure νμ beam was produced at a CERN and detected in the underground Hall C of the Gran Sasso Laboratory.  Data samples collected by OPERA were extracted from the official OPERA data repository and published on the Open Data Portal. Every dataset is compressed into a .zip archive which includes .csv files that contain information about registered neutrino events. In the present report, the datasets are extracted from the Open Data Portal, a C++ program is developed for the analysis of features of neutrino topologies from the datasets. Results of the analysis can be interactively displayed in the ROOT data analysis framework and then saved to image files.





















2.Introduction
Neutrinos are one of the elementary particles of nature. They have zero charge they are extremely light and can travel almost at speed of light. As they pass through everyday matter hence, they are quite hard to detect. There are three types of neutrinos, called flavours: electron neutrino, muon neutrino and tau neutrino. Neutrinos travel as a mixture of three flavour states known as mass eigenstates. Currently, there are only three known mass eigenstates, they are called v1,v2,v3. This “neutrino mixing” causes neutrinos to oscillate between flavour states as they travel. By neutrino oscillations, all three neutrinos flavours can change into one another. With this, at a particular distance from the source, neutrinos produced in a specific flavour state may be detected as a different flavour state. The appearance of a neutrino flavour different from the original one is the cleanest signature of oscillations. 
The OPERA (long baseline) experiment has discovered the first transmutation of νμ → ντ along their flight from CERN to the underground Gran Sasso laboratory (Italy) where the OPERA detector is located, by observing ten tau neutrino candidates. OPERA detector was designed to identify τ laptons via topological observation of their decays followed by a kinematical analysis of the observed events. The CNGS (“CERN Neutrinos to Gran Sasso”) beam consists mainly of νμ  neutrinos with a mean energy of about 17 GeV. The high energy of the beam (above the threshold for the τ lepton production) and totally negligible ντ prompt contamination made the beam suitable for the study of νμ → ντ transitions in appearance mode.
The data collected from the OPERA detector is comprised in a .csv files, that are further compressed in a .zip files. With the data we can analyse different neutrinos event topologies for example, in the form of histograms also we can visualize the event topologies of neutrinos interaction in a web browser using the HTML ,CSS and JavaScript graphic libraries.
The present report discusses tasks such as calculation of flight lengths of charmed hadrons, impact parameters of the daughter particle tracks, multiplicities of charged particles and angles of muon tracks.   











3. OPERA Experiment
The Oscillation Project with Emulsion-tRacking Apparatus (OPERA) was an instrument used in detecting tau neutrinos from muon neutrino oscillations. This scientific experiment was a collaboration between CERN (Switzerland, France) and Laboratori Nazionali del Gran Sasso (LNGS) in Gran Sasso, Italy. The whole OPERA collaboration included ~ 180 physicists from 28 institutions of 11 countries . The experiment used uses the CERN neutrinos to Gran Sasso(CNGS) neutrino beam.
Accelerated protons from super proton Synchrotron (SPS) at CERN were fired in two pulses at a carbon target to produce pions and kaons. These particles further decay into muons and neutrinos. OPERA was designed to identify the τ neutrino via the topological observation of its decay. This was done by using a hybrid apparatus that combined real-time detection techniques “electronic detectors” and the Emulsion Cloud Chamber (ECC) technique. An ECC detector was made of passive material plates, used as target, alternated with nuclear emulsion films used as tracking devices with sub-micrometric accuracy. The DONUT experiment, which has first observed the ντ was an application of the ECC technology at a mass scale of 100 kg. The ECC has proven the unique feature of combining a tracker of an extremely high accuracy with the capability of performing kinematical variable measurements.
The ECC technology used in OPERA was of much larger scale. The “brick”, which was a basic unit, was made up of 56 plates of lead (1 mm thick) mixed with nuclear emulsion films (industrially produced) for a total weight of 8.3 kg. 150000 of that much target units were assembled to reach the total mass of 1.25 kton. The bricks were arranged in 62 vertical walls which were transverse to the beam direction arranged with planes of plastic scintillators. The detector was subdivided in two identical units (super modules), each consisting of 31 walls and 31 double layers of scintillator planes followed by a magnetic spectrometer.
The systematic view of the OPERA detector is given on the next page:
a) The first figure shows an overview of the OPERA detector. The yellow arrow on the left shows the beam direction.
b) Side view of the OPERA detector.









Figure a):
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Figure b):
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4.CERN Open Data Portal
CERN open data portal is the access point to a range of data produced through the research performed at CERN. It widely spreads the various outputs from various research activities and it includes accompanying software and documentation needed to understand the analyses of the data.
The products of this portal are shared under open licenses and they are issued with a particular DOI(Digital Object Identifier) to make them citeable objects.
Data produced by LHC is divided into four levels:
1) Level 1 data provides information on published results like extra figures and tables.
2) Level 2 data includes simplified data formats for outreach and analysis training.
3) Level 3 data comprises reconstructed collision data and simulated data together with analysis level experiment-specific software.
4) Level 4 data covers basic raw data with accompanying reconstruction and simulation software.
CERN Open Data portal focuses on the release of event data from levels 2 and 3. The LHC collaborations may also provide small samples of level 4 data. 
















This work
This work is divided into three tasks:
Task 1: In this task, emulsion dataset for the neutrino-induced charmed hadron production studies from the CERN Open Data Portal is used. This data set, extracted from OPERA data repository, contains 50 muon neutrino interactions with lead target where a charmed hadron is reconstructed in the final state.
Over a sample of 2925 muon neutrino CC events fully analyzed, only 50 charm decay were observed.
The dataset contains the information of the primary neutrino interaction vertices and secondary vertices produced by charmed hadron decays. It also includes the emulsion tracks produced at both vertices.
C++ program relevant to the Task:
1. Reading the TrackLines.csv files
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2. Code to calculate distance in 3D space
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3 . Initializations of Histogram
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Results:
Flight Length of a charmed hadron is the distance between the primary and the secondary vertices of the neutrino interaction event. 
The flight length is shown below:
[image: ] 
Impact Parameter(IP) is a distance between the daughter particle track and primary neutrino interaction vertex.
[image: ]

Task 2: In the second task, emulsion dataset for the charged hadron multiplicity studies, extracted from the official OPERA data repository, is used. It contains 817 muon neutrino interactions with the lead target where a muon is reconstructed in the final state.
Events stored in this dataset were selected by requiring that a muon was reconstructed in the final state.
The positions of primary neutrino-lead interaction vertices with the parameters of the secondary charged particle tracks should be read. Using the ROOT, the multiplicities of charged particles and the angle of muon tracks is to be found and saved to histograms.
Codes relevant to the Task:
1. Filling of 1D and 2D histograms:
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2. Reading the Tracks.csv files:
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3. 








     















[image: ]Filling the Histogram:

















Results:
Track multiplicities of all produced charged particles(Track.csv files)
[image: ]
2D histograms for angels of muon tracks:
[image: ]

Task 3: In this task, a browser based 3D event display to view tracks and vertices reconstructed in nuclear emulsions of the 10 tau neutrino form the emulsion dataset for the tau neutrino studies from the OPERA Open Data Portal is used.
The observation of the tau neutrino appearance in a muon neutrino is the main goal of the OPERA experiment. This dataset contains information of the neutrino interaction vertices including all the emulsion track produced in the interaction and decay.
C++ code relevant for this task: 
Drawing the Vertices
[image: ]Drawing the Tracks:
[image: ]












Result:
3D event display of reconstructed tracks and vertices in nuclear emulsion of 10 tau neutrino events.
[image: ](side view of display)
[image: ](front view of display)


Conclusion
While doing this report and thoroughly doing all the steps, we now know the working of OPERA neutrino oscillation experiment and CERN Open Data Portal. Working on the task helped to understand better the material about neutrinos, its types and oscillations.
In order to perform the first two tasks the CERN ROOT data analysis framework has been installed and used. C++ programs have been developed:
     1) to plot 1D histograms of the flight lengths of charmed hadrons and impact parameters of the daughter particle tracks from the neutrino-induced charmed hadron production dataset;
     2) to plot a 1D histogram for multiplicities of charged particles and 2D histogram for the angles of the muon tracks from the muon neutrino dataset.
The obtained histograms have been compared with the ones from the original OPERA papers and found to be in a good agreement with the published results.
In order to visualize interesting “kink” topologies of neutrino interaction events from the OPERA vτ-candidate sample, a simplified version of the OPERA browser based event display has been used and modified. Missing parts of JavaScript code have been inserted in the functions used to draw tracks and vertices reconstructed in the nuclear emulsions. The obtained 3D images of the neutrino events are comparable with the ones available on the Open Data Portal.
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void TTaski::ReadTrackLinesFile(const string& DataFilePath)

{
ifstrean ifs(DataFilePath);

if (1ifs)
{
cerr << "Error in TTaski::
<< "Can't open fi
<< "Exit..." << endl;
exit(o);
¥

string fstring;

<< func_ << "():" << endl

<< DataFilePath << << endl

getline(ifs, fstring);

vector<vector<Double_t>>& DTLS = mbaughterTrackLinesets[mEventId];
while ( getline(ifs, fstring) )

¢ istringstream istri(fstring);

size_t trType;

istrl >> trype;

if (trType I= 10) continue;
istri.ignore();
vector<Double_t> DTLC(6);

for (Int_t i
{

1< 6; 144)

istr1 >> DTLC[i]
istri.ignore()

}

DTLS.emplace_back(DTLC
¥

ifs.close();

}
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void TTask

FillHist_CharmedParticleFlightLengths()

for (const auto& PrimaryVertices : mPrimaryVertices)

{

3
|

void TTask:

{

const ULong64_t& EventId = PrimaryVertices.first;

const vector<Double_t>& Vo = Primaryvertices.second;

const vector<Double_t>& V1 = mSecondaryVertices[EventId

Double_t dx1@ = vi[o] - ve[o];
Double_t dy1e
Double_t dz1e

vi[1] - ve[1];
vi[2] - ve[2];

Double_t D = TMath::Sqrt(dx1e*dx1e + dyle*dy1e + dz1e*dz1e);

mH1_CharmedParticleFlightLengths->Fill(D);

FillHist_DaughterTrackIPs()

for (const auto& PrimaryVertices : mPrimaryVertices)

{

const ULong64_t& EventId = PrimaryVertices.first;

const vector<Double_t>& VO = PrimaryVertices.second;

const vector<vector<Double_t>>& DTLS = mDaughterTrackLineSets[EventId];

for (const vector<Double_t>& DTLC : DTLS)

{
Double_t
Double_t
Double_t

Double_t
Double_t
Double_t

Double_t
Double_t
Double_t

Double_t

dx21
dy21
dz21

dx10
dy10
dz10

s1
s2
s3

1P

DTLC[3] - DTLC[O];
= DTLC[4] - DTLC[1];
DTLC[5] - DTLC[2];
pTLC[0] - VO[O
pTLC[1] - VO[!
= oTLCc[2] - ve[2];

(dy21*dz10 - dy10*dz21)
(dx21*dz10 - dx10*dz21);
(dx21*dy10 - dx10*dy21);

TMath::Sqrt( (s1*sl + s2#s2 + s3#s3)/(dx21*dx21 + dy21%dy21 + dz21*dz21)

mH1_DaughterTrackIPs->FL1L(IP);
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void TTask:

{
FindDataFiles();

Run()

CheckDataStructures();

Fillhists();
}
/-~
void TTaski::InitHists()
{
THID* h1;

hi = mH1_TrackMultiplisities_FromvertexFiles = new THID('TrackMULtiplisities(Vertex files)”,
"TrackMUltiplisities”,
10, 1, 11);

h1->SetXTitle("Hultiplisity);
h1->Set¥Title("No. of events');
hi->GetYaxis()->SetTitleoffset(1.4);

11---

h1 = mH1_TrackMultiplisities_FromTrackFiles = new THID('Track Multiplisities(Track files)’,
"Impact parameters(IPs)",
10, 1, 11);

h1->SetXTitle("Hultiplisity);
h1->Set¥Title("No. of events');
hi->GetYaxis()->SetTitleoffset(1.4);

TH2D* h2;
h2 = mH2_MuTrackAngels = new TH2D(“HuTrackAngels”,
"Muon Track Angels”,
20, -30, 30
20, -30, 30);

h2->GetXaxis()->SetTitleoffset(1.5);
h2->GetYaxis()->SetTitleoffset(1.5);

h2->SetXTitle("Anglexz');
h2->Set¥Title( Anglevz');
h2->SetzTitle("No. of events’)





image7.png
No. of events

Flight Length

FlightLengths
Entries 50
Mean

Std Dev

00 1000 2000 3000 4000

5000
Flight Length (um)




image8.png
No. of tracks

Impact parameters(IPs)

IPs of daughter tracks
Entries 91
Mean

Std Dev

30

25

0 50 100 150 200 250 300 350 400 450 500
1P (um)




image9.png
voild TTask2::InitHists()
{
THID* h1;
hi = mH1_TrackMultiplicities_FromvertexFiles = new THID('Trac kiultiplicities(From VertexFiles)”,
"Track multiplicities (Vertex.csv files)”,
15, 1, 16);

h1->SetFillcolor(kyellow);
h1->SetXTitle( "Multiplicity");
h1->SetyTitle("No. of events');

hi->GetYaxis()->SetTitleoffset(1.4);

h1 = mH1_TrackMultiplicities_FromTrackFiles = new THID('Trackiultiplicities(From TrackFiles)’,
"Track multiplicities (Track.csv files)",
15, 1, 16);

h1->SetFillcolor(korange);
h1->SetXTitle( Multiplicity");
h1->SetyTitle("No. of events');

hi->GetYaxis()->SetTitleoffset(1.4);

TH2D* h2;

h2 = mH2_MuTrackAngles = new TH2D('Track Angles”,

"Muon track angles",

18, -0.5, 0.5,

18, -0.5, 0.5);
h2->Draw("lego2");
h2->Draw("colz|');
h2->GetXaxis()->SetTitleoffset(1.4
h2->Getvaxis()->SetTitleoffset(1.4
h2->SetXTitle("xZ Angle (radians)”
h2->SetvTitle("vZ Angle (radians)”
h2->SetzTitle("No. of events’);
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void TTask:

{
ifstrean ifs(DataFilePath);

ReadTracksFile(const string& DataFilePath)

if (1ifs)
{
cerr << "Error in TTask2::" << __func__ << "():" << endl
<< "Can't open file " << DataFilePath << "I << endl
<< "Exit..." << endl;
exit(o);

¥
string fstring;

getline(ifs, fstring);

size_t NbOfTracks = 0;
while ( getline(ifs, fstring) )
¢ istringstream istri(fstring);
size_t trType;
istr1 >> triype;
NbOFTracks++;

if (trType != 1) continue;
istri.ignore(

Double_t trCoord;

for (Int_t i=0; i
{

istri >> trCoord;
istri.ignore();

}

vector<Double_t>& TS = mMuTrackslopes[mEventId];
TS.resize(2);

for (Int_t i = 0; i< 2; i+s)
{
istr1 >> TS[i];
istri.ignore();
¥
¥

ifs.close();

nTrackMultiplicities_FromTrackFiles[mEventId] = NbOfTrack:
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void TTask
t

for (const auto& TrackMultiplicities_FromVertexFiles : mTrackMultiplicities_FromVertexFiles)

{

FillHist_TrackMultiplicities()

mH1_TrackMultiplicities_FromvertexFiles->Fill(TrackMultiplicities_FronvertexFiles.second);

}

for (const auto& TrackMultiplicities_FromTrackFiles : mTrackMultiplicities_FromTrackFiles)

{

mH1_TrackMultiplicities_FronTrackFiles->Fill(TrackMultiplicities_FromTrackFiles.second);

¥

void TTask2::FillHist_MuTrackAngles()

{
for (const auto& MuTracksSlopes : mMuTrackSlopes)
{

const vector<Double_t>& TS = MuTrackslopes.second;

Double_t AngXz

TMath: :ATan(TS[6]);

Double_t AngYZ

TMath: :ATan(TS[1]);

mH2_MuTrackAngles->FL11(ANgXZ, AngYZ);
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dn3D.drawvertices = function() {
const evVertices = display3d.event().vertices3n();

const primVertRealPos

ewertices[0].pos();

const primVertDrawPos = dm3D.prinVertdrawPos();
const nbofvertices = evVertices.length;

for (let iv

05 iv < nbofvertices; ive+) {

const vertexPoint = new THREE.Mesh( dm3D.vertexGeometry(), dm3D.vertexMaterial()

const vertRealPos

evvertices[iv].pos();

vertexPoint.position.x = primvertDrawPos.x + vertRealPos[0] - primVertRealPos[6];
vertexPoint.position.y = primVertDrawPos.y + vertRealPos[1] - primVertRealPos[1]
vertexPoint.position.z = primvertDrawPos.z + vertRealPos[2] - primvertRealPos[2];

dm3D.groupofVertices().add(vertexPoint);

}

dn3D. scene() . add(dm3D. groupofvertices());
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»
dn3D.drawTracks = function() {

const primVertRealPos

display3d.event().vertices3D()[¢].pos();

const primVertDrawPos

dm3D. primvertdrawPos();
const evTracks = display3d.event().tracks3D();
const nbofTracks = evTracks.length;
for (let it = 0; it < nbofTracks; it++) {
const iTrack = evTracks[it];
const trPos1 =

const trPos2
for (let ip

[o, o, o1;
[o, o, ]
ip <

) {

const xyz = primVertDrawPos.getComponent(ip);
trPos1[ip] = xyz + iTrack.pos1()[ip] - primvertRealPos[ip];
trPos2[ip] = xyz + iTrack.pos2()[ip] - primvertRealPos[ip];

}

const trPars

dn3D. trackLinePars()[iTrack.partId()];
const trackLine = new three3DExtras.tubeLine(trPos1, trPos2, trPars.width, trPars.color);
dn3D.groupofTracks().add(trackLine.getobject3D());

}

dn3D. scene() . add(dn30. group0fTracks());
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